**Лабораторна робота № 4**

# Тема: Особливості ООП в С# та обробка виключних ситуацій

## Мета: Одержати практичні навички по створенню й використанню класів у мові C#, навчитися реалізовувати обробку виключних ситуацій

## **Теоретичні відомості**

### **Класи**

*Клас* є типом даних, визначеним користувачем. Він повинен являти собою одну логічну сутність, наприклад, бути моделлю реального об'єкта або процесу. *Елементами* класу є *дані* й *функції,* призначені для їхньої обробки.

*Опис класу* містить ключове слово class, за яким слідує його *ім'я,* а далі у фігурних дужках - *тіло* класу, тобто список його елементів. Крім того, для класу можна задати його базові класи (предки) і ряд необов'язкових атрибутів і специфікаторів, що визначають різні характеристики класу:

[ атрибути ] [ специфікатори ] **class** ім'я\_класу [ : предки ]

{

тіло-класу

}

*Ім'я\_класу* задається програмістом за загальними правилами С#. *Тіло класу* – це список описів його елементів, поміщений у фігурні дужки. Список може бути порожнім, якщо клас не містить жодного елемента.

*Специфікатори* визначають властивості класу, а також доступність класу для інших елементів програми.

У даній лабораторній роботі ми будемо розглядати класи, які описуються в просторі імен безпосередньо. Для таких класів допускаються тільки два специфікатори: public і internal. За замовчуванням, тобто якщо жоден специфікатор доступу не зазначений, мається на увазі специфікатор internal.

Клас є узагальненим поняттям, що визначає характеристики й поводження деякої множини конкретних об'єктів цього класу, що називаються *екземплярами* або *об'єктами класу.*

Об'єкти створюються явним або неявним чином, тобто або програмістом, або системою. Програміст створює екземпляр класу за допомогою операції new, наприклад:

Demo a = new Demo();// створення екземпляра класу Demo

Demo b = new Demo();//створення іншого екземпляра класу Demo

Клас відноситься до посилальних типів даних, пам'ять під які виділяється в купі. Таким чином, змінні a і b зберігають не самі об'єкти, а посилання на об'єкти, тобто їхні адреси. Якщо достатній для зберігання об'єкта обсяг пам'яті виділити не вдалося, операція new генерує виключення OutOfMemoryException.

Механізм виконання присвоювання однаковий для величин будь-якого типу, як посилального, так і значимого, однак результати розрізняються. При присвоюванні значень копіюються значення, а при присвоюванні посилань - посилання, тому після присвоювання одного об'єкта іншому ми отримаємо два посилання, що вказують на одну й ту саму область пам'яті.

Аналогічна ситуація з операцією перевірки на рівність. Величини значимого типу рівні, якщо рівні їхні значення. Величини посилального типу (екземпляри класу в цьому випадку) рівні, якщо вони посилаються на ті самі дані.

Для кожного об'єкта при його створенні в пам'яті виділяється окрема область, у якій зберігаються ці дані. Крім того, у класі можуть бути присутніми *статичні елементи,* які існують у єдиному екземплярі для всіх об'єктів класу. Часто статичні дані називають *даними класу,* а інші - *даними екземпляра.*

Функціональні елементи класу не тиражуються, тобто завжди зберігаються в єдиному екземплярі. Для роботи з даними класу використовуються *методи класу (статичні методи),* для роботи з даними екземпляра – *методи екземпляра,* або просто *методи.*

Поля й методи є основними елементами класу. Крім того, у класі можна задавати інші елементи. Нижче наведені всі можливі елементи класу:

*– Константи* класу зберігають незмінні значення, пов'язані із класом.

*– Поля* містять дані класу.

*– Методи* реалізують обчислення або інші дії, виконувані класом або екземпляром.

*– Властивості* визначають характеристики класу в сукупності зі способами їхнього завдання й одержання, тобто методами запису й читання.

*– Конструктори* реалізують дії по ініціалізації екземплярів або класу в цілому.

*– Деструктори* визначають дії, які необхідно виконати до того, як об'єкт буде знищений.

*– Індексатори* забезпечують можливість доступу до елементів класу за їхнім порядковим номером.

*– Операції* задають дії з об'єктами за допомогою знаків операцій.

*– Події* визначають повідомлення, які може генерувати клас.

*– Типи* – це типи даних, внутрішні стосовно класу.

### **Ключове слово this**

Кожний об'єкт містить свій екземпляр полів класу. Методи перебувають у пам'яті в єдиному екземплярі й використовуються всіма об'єктами спільно, тому необхідно забезпечити роботу методів нестатичних екземплярів з полями саме того об'єкта, для якого вони були викликані. Для цього в будь-який нестатичний метод автоматично передається прихований параметр this, у якому зберігається посилання на екземпляр, що викликав функцію.

У явному вигляді параметр this застосовується для того, щоб повернути з методу посилання на викликавший об'єкт, а також для ідентифікації поля у випадку, якщо його ім'я збігається з ім'ям параметра методу, наприклад:

class Demo

{

double у;

public Demo T() // метод повертає посилання на екземпляр

{

return this;

}

public void Sety( double у)

{

this.у = у; // полю у привласнюється значення параметра у

}

### **Конструктори**

*Конструктор* призначений для ініціалізації об'єкта. Він викликається автоматично при створенні об'єкта класу за допомогою операції new. Ім'я конструктора збігається з ім'ям класу. Нижче перераховані властивості конструкторів:

– Конструктор *не повертає значення,* навіть типу void.

– Клас може мати *декілька конструкторів* з різними параметрами для різних видів ініціалізації.

– Якщо програміст не вказав жодного конструктора або якісь поля не були ініціалізовані, полям значимих типів привласнюється нуль, полям посилальних типів - значення null.

– Конструктор, викликаний без параметрів, називається *конструктором за замовчуванням.*

Можна задавати початкові значення полів класу при описі класу. Це зручно в тому випадку, коли для всіх екземплярів класу початкові значення якогось поля однакові. Якщо ж при створенні об'єктів потрібно привласнювати полю різні значення, це варто робити в конструкторі. У наступному прикладі в клас Demo доданий конструктор, а поля зроблені закритими (непотрібні в цей момент елементи опущені). У програмі створюються два об'єкти з різними значеннями полів.

Лістинг 4.1. Клас із конструктором

using System;

namespace ConsoleApplication1

{

class Demo

{

public Demo(int a, double у) // конструктор з параметрами

{

this.a = a;

this.у = у;

}

publicdouble Gety() // метод одержання поля у

{

return у;

}

int a;

double у;

}

class Classl

{

staticvoid Main()

{

Demo a = new Demo(300, 0.002); // виклик конструктора

Console.WriteLine(a.Gety()); // результат: 0.002

Demo b = new Demo(1, 5.71); // виклик конструктора

Console.WriteLine(b.Gety()); // результат: 5.71

}

}

}

Часто буває зручно задати в класі *декілька конструкторів,* щоб забезпечити можливість ініціалізації об'єктів різними способами.

Всі конструктори повинні мати різні сигнатури.

Якщо один з конструкторів виконує які-небудь дії, а інший повинен робити те ж саме плюс ще що-небудь, зручно *викликати перший конструктор із другого.* Для цього використовується вже згадане ключове слово this в іншому контексті, наприклад:

class Demo

{

public Demo( int a ) // конструктор 1

{

this.a = a;

}

public Demo(int a, double у) : this( a ) // виклик конструктора 1

{

this.у = у;

}

...

}

Конструкція, що перебуває після двокрапки, називається *ініціалізатором,* тобто тим кодом, що виконується до початку виконання тіла конструктора.

Конструктор будь-якого класу, якщо не зазначений ініціалізатор, автоматично викликає конструктор свого предка. Це можна зробити і явно за допомогою ключового слова base, що позначає конструктор базового класу.

Конструктор базового класу викликається явно в тих випадках, коли йому потрібно передати параметри.

### **Властивості**

*Властивості* служать для організації доступу до полів класу. Як правило, властивість пов'язана із закритим полем класу й визначає методи його одержання й встановлення. Синтаксис властивості:

[ атрибути ] [ специфікатори ] тип ім'я\_властивості

{

[ [ атрибути ] [ специфікатори ] get код\_доступу ]

[ [ атрибути ] [ специфікатори ] set код\_доступу ]

}

Значення специфікаторів для властивостей і методів аналогічні. Найчастіше властивості оголошуються як відкриті (зі специфікатором public), оскільки вони входять в інтерфейс об'єкта.

*Код доступу* являє собою блоки операторів, які виконуються при одержанні (get) або встановленні (set) властивості. Може бути відсутньою або частина get, або set, але не обидві одночасно.

Якщо відсутня частина set, властивість доступна тільки для читання (read-only), якщо відсутня частина get, властивість доступна тільки для запису (write-only).

Специфікатори доступу для окремої частини повинні задавати або такий же, або більш обмежений доступ, ніж специфікатор доступу для властивості в цілому. Наприклад, якщо властивість описана як publiс, його частини можуть мати будь-який специфікатор доступу, а якщо властивість має доступ protected internal, його частини можуть оголошуватися як internal, protected або private.

Приклад опису властивостей:

public class Button: Control

{

private string caption; // закрите поле, з яким зв'язана властивість

public string Caption { // властивість

get { // спосіб одержання властивості

return caption;

}

set { // спосіб встановлення властивості

if (caption != value) {

caption = value;

}

}

}

...

}

Метод запису звичайно містить дії по перевірці допустимості встановлюваного значення, метод читання може містити, наприклад, підтримку лічильника звертань до поля.

У програмі властивість виглядає як поле класу, наприклад:

Button ok = new Button();

ok.Caption = "OK"; // викликається метод встановлення властивості

string s = ok.Caption; // викликається метод одержання властивості

При звертанні до властивості автоматично викликаються зазначені в ньому методи читання й встановлення.

Синтаксично читання й запис властивості виглядають майже як методи. Метод get повинен містити оператор return, що повертає вираз, для типу якого повинне існувати неявне перетворення до типу властивості. У методі set використовується параметр зі стандартним ім'ям value, що містить встановлюване значення.

Властивість може не зв'язуватися з полем. Фактично, вона описує один або два методи, які здійснюють деякі дії над даними того ж типу, що й властивість. На відміну від відкритих полів, *властивості забезпечують розділення між внутрішнім станом об'єкта і його інтерфейсом* і, таким чином, спрощують внесення змін у клас.

### **Приклад створення класу**

Лістинг 4.2. Клас Man

using System;

namespace ConsoleApplication1

{

class Man

{

public Man()

{

this.name = "John Doe";

this.height = 180;

this.age = 20;

}

public Man( string name ) : this()

{

this.name = name;

}

public Man( int height, int age, string name )

{

this.name = name;

this.height = height;

this.age = age;

}

publicstring GetName()

{

return name;

}

publicint GetHeight()

{

return height;

}

publicvoid SetHeight(int height)

{

this.height = height;

}

publicint Age

{

get

{

return age;

}

set

{

age = value;

}

}

publicvoid Passport()

{

Console.WriteLine("Ім'я: {0} \t Зріст = {1} Вік= {2} ", name, height, age );

}

// закриті поля

string name;

int height, age;

}

class Classl

{

staticvoid Main()

{

Man X = new Man();

X.Passport();

Man Ivan = new Man( "Іван" );

Ivan.Passport();

Man Masha = new Man( 201, 18, "Маша" );

Masha.Passport();

Ivan.Age = 21;

Ivan.Passport();

}

}

}

Результат роботи програми:

Ім'я: John Doe Зріст = 180 Вік = 20

Ім'я: Іван Зріст = 180 Вік = 20

Ім'я: Маша Зріст = 201 Вік = 18

Ім'я: Іван Зріст = 180 Вік = 21

У класі три закриті поля (name, height і age), чотири методи (GetName, GetHeight, SetHeight і Passport), одна властивість (Age) і три конструктори, що дозволяють задати при створенні об'єкта жодного, один або три параметри.

**Обробка виключних ситуацій**

**Виключна ситуація** (або виключення) – це ситуація, в результаті якої генерується помилка, а робота програми переривається.

Виняткові ситуації можуть виникати у процесі роботи будь-якої програми. Наприклад, користувач може розділити в калькуляторі 5 на 0 або відкрити за допомогою WinAMP-у текстовий файл. Якщо не враховувати подібні ситуації при розробці, то у кінцевого користувача будуть виникати зайві труднощі при користуванні з вашим програмним забезпеченням. Виникнення помилок неминуче. Запобігти небажаним наслідкам помилок можна тільки за допомогою правильного проектування інтерфейсу користувача.

У більшості мов програмування є можливість обробки виняткових ситуацій. І в кожній мові ця техніка своя. В .**NET** є теж своя техніка обробки виняткових ситуацій - **SEH** (*Structured Exception Handling*). Зручність даної техніки в тому, що вона єдина для всіх **.NET-мов**.

Ще однією особливістю виняткових ситуацій в .**NET** є те, що будь-яке виключення – це об'єкт, похідний від класу **System.Exception**. У даного класу є декілька дуже корисних властивостей, які допоможуть одержати докладну інформацію про виниклу ситуацію:

**Message** - властивість, що повертає опис виниклої помилки.

**Source** - властивість, що повертає ім'я об'єкта або додатка, в якому виникла помилка.

**StackTrace** - властивість, що повертає послідовність викликів, які призвели до помилки.

Для того, щоб виявляти виключення в C# застосовується наступна конструкція:

try

{

//Тут міститься код, що може викликати помилку (а може й не викликати)

}

catch ()

{

//Тут міститься код, що буде обробляти помилку

}

finally

{

//Тут міститься код, що буде виконаний незалежно

//від того, відбулася помилка чи ні

}

Дана конструкція складається із трьох блоків: **try**, **catch** і **finally**. Останній блок (*finally*) є необов'язковим. Зазвичай його використовують для коректного завершення програми. Наприклад, якщо програма працює з базою даних, і в процесі роботи відбулася помилка, то перш ніж вийти необхідно відключитися від бази даних, щоб не зіпсувати дані. Також є безліч інших випадків, коли потрібно використовувати блок **finally**.

**Приклад 4.1.** Обробка виключення, яке виникає при діленні на нуль в програмі, що виконує ділення **X** на **Y**.

static void Main(string[] args)

{

int x = 15;

int y = 5;

Console.WriteLine(x / y);

}

У результаті роботи програми на екран буде виведене число 3. А тепер привласнимо **Y** значення нуль. Якщо скомпілювати дану програму й запустити (не в **Visual Studio**, а самостійно), то на екран буде виведене повідомлення про помилку:

![Сообщение об ошибке](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfAAAACqCAMAAABlEO3xAAAAYFBMVEU0kv8AVfACZ/v39/QBGZQDPXbTRByrqJkBQ9WOreTy8u0FMNDOx7C3z/HX0cBecaPQ5/48klHmaUni3tXQ2u3s6+ZaQDfi5tWT3H5uieHsjnft8foAVeUAAAD////s6djTGnwdAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAAEGRJREFUeF7tnQ1jmjAQhgVlglaxq7Zlden//5e7y+clgAaNDsqhrQrJ5XJP3ksAuy3+4lbq7Xw+5+oHntn4HtnINojVqDaJzHIrwbesxIf6JVEvJO48X+QL3n50BPK83CrggBs2IM7MfyZxyRafGYh88ReFL5Hz9nMikOVk8svP+Omc5WdI6wAcicOc/XN6yz3JAae/uCgBdlluV38XWwW8CzmOglE99GpSrSnH8BzVis1zpvkSwdYA7+12tdhq4r7EwwEy3p79V88CGf1XX3ze33/+/Lbbr9+/fv16awA3AF8p4E21fl2vG8iG5sRsPN6zJ0MjUIo/aiPQfx008AKBN9Xn4fD5Wq91Ch/aApcfUQSAp/jz8mKYS+ogcQHAV1rhzevn58dntVi8Nm5uHFEX2JXICABrfJbidyjw3+8AHIjLlF5W68/Pz9emeX1dL9TFNt6mGQGcnlHhCHwvdEoXL1rhCFwu2urX19e6WuCLkThUrJbiCPwvbbsvd7QRTVdRLHI8dhrp2K2WltMM9ji8dgqHQGIy/w2vv2Dd5hQOU7hE3Szgd6UVnp+/luVq3eiTtp7OCLGyR3ai6iqMRY5HV0yVrw7wq737DKVxG0fsJuiFunYOCgeJI2kgjrxbCi+A+MvxY7/bVS+7dYVL9Uo0q/K8LS72mgIHw12g5N4WQlW2TbbbxgQj/99cRt44hwNySVzqGzeq8Losi9dlU1XNumnqBtfq54MotuB1llVCVHAXRuy+xC4/L47iKz/bnWIl32bn80IcRY3lxEHsvNcVtAlmDuK0yMAsWpF5W+2m1rH2Rtbmx20RUPfHpMJxcS4nSNQ3PDVwmMOzc7Mqyte3ag2867puajw5U1pDInWNxIUoa7Erv0RxrEH+ZucKMoE8DlO4qMsMyq10efuKiboS1aqCCSJbFQJmdEzdardn/XwoVo0cX10P2MnPCxFQd0fhsjkCV8hR46BumdL1lTY8Dc+rclucqmr/sq7XL3UNN1YQnKz9JValOG3xcwk/B7HNVoDd7oS3W7HZZpARxFEBz/Cz94r1Vttzsc1hJSiPoHX4FVjPcphGBDTB280RQGqgarlZhWvgcpWO4yJvquZYwaW2fQ28a7y/AoTgdy7RkB9I6btcyl//qHW1/Igv9BCtJxNGlu1gZWCAY9HAOgw01SK23H7gTaBRPW+m8uCKGriaw5d6DseL6fK0TN44WTRHyOgAu35Hhec5JNsMlJ6DBnOxgR98BW1mtdicyU54i9tCcocqspwp7+phDdh0npCltMI969iieINj+CZ4jou1HHjje6iRpIC7VbpctGX65ol0HLYjrNeQ93vzLm8wLo/nfFcheJieJWxULOwRXzj1yp2AEebwZimL4ZxdYjmYhWVZ+QpF1GTdnKW1ohGiwIoyGQTW8wqLgOFO4mPb2TUq/6+PcgQa4Io3nICrdbqQ90dVSpfE35o/Ut+FUni2gAX0oYZZF9bRq61ROCgZFlZm52JT581GfBVbnIxBm1jupMurVyyCem7exBd8mQoWbwAZ1vRCyj2wni8OYgmngxO5pT0q4mqoKeR4peX3Xl13AaW/KIXrlE4UrjSuFZ6f8WI7fDECXgogsALdwQ+cPGNy1jvPAKeUe+Re+AUUZXnzChVKeRCLSWswzko0o+r41qX5qfAe57BE5ChpZI1Ps4kScrpSuHJ8vZZTOGgc75LevKFs9Wx9sw2ueFcELHCELk/JlMJB4hI4SDzhxsATBvNGU9mX1bV7Q1K6XrWBdfhqo9rsm+FNytyup4DhtblGigg0ewT9TrHvG6JwM42naItt/N8IyGV6DqdC/nZs4E8R7Hk4XulP971VM0MknSlsFNEq//TFoO+CjryJpudwWLzJvzSCG+fh7U39BQr1NQp8mof7ZA+RXbqYqnDhGR7WLngtuTbhHd4IUp6P42H+RGssr/qPiuBFfinZvsAVF7yQbr+1OhZ/2Y8HR0CmdLzCyds8IgCXQgC4vDnN2xwiwMDnQJn0kYEz8JlFYGbdZYUz8JlFYGbdZYUz8JlFYGbdZYUz8JlFYGbdZYUz8JlFYGbdZYUz8JlFYGbdZYUz8JlFYGbdvaZw+c/vXowJPdxVFPZ1WmjtlE31tnXFi3uw9ZpWHl3u/rCGkxob1rQufQW4dPCylxHAW57FjQBSLW3YPX+uDbKEjB7Yi2j4McAvGyMB6ZRDj+rbRi9ENmHQw3YvmY4Y7tGBviqcIZbuKBsLXLE0GU4NVbPPvNM7TCldWKd0PRisHZk3PKtd6TMooLJNuFO14LWjilnHMEDWW1rW+arymD9kLXDXFVossOjFQ7dOLfbHg84cQZxsL3SHNANLYzD6SOA6gNhOEF4XaNJHGW1bh3xQkSeH1CeCK0i3HcVbNuxQtJStK05XoTfus3bBTNVextL1/cLe8DIEzABr9c1OiT0eUF+tEdtHMubUWHPFzaAexnwo8HaDipiGRqG3gBudtYF7QVFCk91oU7Fw/fHkJRnnkRGwZ4qMWOKJaZDOszTalrIaVW7U9jRtB7JNGt3AXZrU4Fz2VFKgvtMo+wMlmvptwAOuFg9N8m2FdxCkAjZdI76HwDvTg8t6Nu0FI8UfOwYXHaQ2kXpL1Dbwdhb3FR7Q8U5Q+hTe6jdNgaHCyfh4nMKpA2R4ex2QWupJ2F1JvBudzloWeQRw3bCZBjtr9AD3/TLx06PXYiD7icCIwvuaDucpZ8jPEB64lv9e83Td9BiF25zoaVenGrpPB0BztGsKm//MgOhauXiR8HNTuIRxavazNQ0hJaebM5MJWfL4jdJPTpZEXrpHXkZqy71Fp2PZqGYsN0psI6rnpMd0wlGWvZRuh3p0OseC1y68DDJmZyE7Ad9SPbKOUyLRZGTdocUSt0AmkChPUjY/eeB2TRQVuhsLpYz4DQ6nbP4RwG+MKld7RgQY+DOiPKI2rp6WkWXPiNyOcCVlHoxobipFrgKXC8ep9Mb5qU8Sp+f4oz3+ocCnOEYfjVrZjwXuzp/pVcWu02R7/QXNh2e7F09nQ8s6sXiNdBm1J+eyQXfGqj/pU14zN92wSn4Oiue0Eg+8/9pYeHVIXSOQ/rcuHA2/6kYuRPUZbV258ptVc1LbznMiPLJWhgNXV3voRR/HwR3z9+kR4NKEZ0TbMib9y0lKtVq75A4HdeIScDPsvGuGE1yUpBo3g4GHpFWwVVgdsmCfjroVXvdwUer3k7Lqp26krXB7jJRwb81MThVOhJ4qhpOyMxz4haQc3CzX4vQBKKjXjJjjrVmhPU+oabsXuAUcpPlJUUrobDzw/vUWuYpv9e6L0V9LtWZYA6U1NGzmCFK6mZG93GKXa3bt5u5EkPpuNkoYxumYir3SZrLjKHtm1/Gj9G5cTk0f+MxPs4YOp1jgQ+1y+ZFGgIGPFMyj3GLgj4rsSO0y8JGCeZRbDPxRkR2pXQY+UjCPcouBPyqyI7XLwEcK5lFuMfBHRXakdhn4SME8yi0G/qjIjtQuAx8pmEe5xcAfFdmR2mXgIwXzKLcY+KMiO1K7Gjj8P9K8zSEC176XPtJhym7dHAGt8G/eZhIBBj4T0KabDJyBzywCM+suK5yBzywCM+suK5yBzywCM+suK5yBzywCM+suK5yBzywCM+tulMLln1RHBia23Hd0wciGu4o9ow3Z7tMauiMYqmoc8Ohm4sfFE0IU7Ux093oKPq2hex1NDjyaYnTBO7r4jDYmJu+hwHVixxeMpoyozvbyEHmvZwEzFeji9qMqbsNlaiu8qpQpQt9DFVXP1jfvbU1XPDQT+BA0o0zr364Nm65to7r36l8fchHQnVF77VjTQdHBoRFqNXfH0B5SNS6l69ip3sunA05C4iJmcZphYWOpYhSElsJ3pmUzpiESIBorN2icXfWOOkNcpo5rLq2ygbNqDFGnTRTciHWj1zagHdKhCNxpj68h1O4oGwdc68e+KKERdkrcbeBUBXDcflQhJSLWUjBCNamDtmHFYwy5LGIU5UTcDRx9JD7obODbM16RgmrgkVHaBTzISHYkGuCtCOn+kGR3B8foqrcD14mrb+QSaQaS9j7aHE2E7Qk0VLjMxE7XJNe07boEoSoZbEaYVnxdnTCDKEhqZpS7HNZKJSaDkYTozV86s4eNRjO7q+BQ4GZs2zl4KHCSFmxVadSmwnYAvczRka7tnNnrjEooYTNXgXt0icLdGqJz9NJZyQQqzH5d88hdJCMrxwHXaZAslRweuzbC8LnlloLg53B9XO03By1qU9ZZoYcC2ZA42pnBXxN5zhDUZKllnfAGis3N+mzLJWe30jSLGZUraGcUbN2Im8bDUm6K0M3ZhBIJ7tZiUcAvGX+Wo1c66JJ8ZCRspoksHxaL7rdXMLrWjV5dr/ZTgOvV3vUOJylBBHzZXljwBwBPEkA28rQI3K3wp3nKDSWJAANPEsbpGGHg02GVxFMGniSM0zHCwKfDKomnDDxJGKdjhIFPh1USTxl4kjBOxwgDnw6rJJ4y8CRhnI4RBj4dVkk8ZeBJwjgdIwx8OqySeMrAk4RxOkYY+HRYJfGUgScJ43SMMPDpsEriKQNPEsbpGGHg02GVxFMGniSM0zHCwKfDKomnDDxJGKdjhIFPh1USTxl4kjBOxwgDnw6rJJ4y8CRhnI4RD/jHPmJ7ubwpC9MJwMg9TY7EA77/rosUW/32NvI4Tsa95Eh84HV9vPl/T3EVP+p6MgEdu6P7uj6k2Iq11qCf0otdAt5CfBRjj+Nk/Psodrv3BI+DQeIrvBBiee9zKZZfxXIyER25o/vi+A4RvfMh3nfFRvU0AL4E03c+xXKzMdZHHs0JuLcHhd+NZLnc9QNf3r9tTgw81VgC4O+b+5FcULhvHP91msHNbb4ZeELguxaSwUROsQqXsAcTZ4Wnwv39jQo/UcBIYzCR5XvVN4dD+iBPsLwB8/7Oqx9PrPBkxPdFtWuFX2IZ8ryg8A0sudzzL77/u5H/SCS8lb/pW/hkdpNqJ57DEwIHhVMk+N5QwFcJRL2BQ5IUAPMxbjYXFL6h21/8gL/MG/mKQ0Dukq96D6l2+uA5PBVxUHjlIYGo66Bj9A0bQ0JxsVhszapvlY4jg2xdwPUQksA1fxxUFDin9FS8YQ6v3kVAXIUehUz4yB1aiOoo3WCVfuo8Dw8HU1vhagBRhbeGFCs8GW8Evgt5W2WHCjdcWipfVn2LtqHA7ZDyFM4pPRlxVDjNulrTvuzM5NoLfNN7Ht5KHjo3uLlCreDM2kAlkTClM/CUwP05XAfbTKx6SW0gmDk8IBKt8FYyoWs0f5ZwRU+nN160pSIeKryDSB8HuqrqXaV3E1Z6jt1OPIenwo0XXmCVDudlRmk6t7ZW1pfgQPXeOfyUYntjhScjjgq/n8l3j8Lfipe3BNv+hW+PpiL+Bgp/T/CoDJLwGy/riG+1XSuyrmuRqsNzt7OviybFVhgk/jdevpsUX2kr6iV/ASLZSF2nReJ/TRkuyeMXXi4/rnwLCiwIob9ekazX8zUEF8iTEDFI+HvpMxtLDJyBzywCM+suK5yBzywCM+suK5yBzywCM+uuVPj2nJ/P58w9yizj54+MwHYLwFe8zSoCDHxWuFerf4GYTqG3A5yXAAAAAElFTkSuQmCC)

Рисунок 4.1 – Повідомлення про помилку

Щоб користувач вашої програми не побачив подібне, мало змістовне для нього, повідомлення, потрібно обробити цю виняткову ситуацію. У просторі імен **System** визначена множина готових виключень на різні помилки. Їх потрібно знати й користуватися ними. Можна також створювати й свої типи виключень, коли не одне з наявних не підходить для поставленої задачі. Ділення на 0 поширена помилка, тому для неї є своє виключення, що має назву **DivideByZeroException**. Назви інших виключень можна подивитися в довідці **Visual Studio**. Скористаємося цим виключенням й конструкцією **try/catch**, щоб обробити появу даної помилки.

static void Main(string[] args)

{

int x = 15;

int y = 0;

try

{

Console.WriteLine(x / y);

}

catch (DivideByZeroException e)

{

Console.WriteLine("Message: " + e.Message);

Console.WriteLine("Source: " + e.Source);

Console.WriteLine("StackTrace: " + e.StackTrace);

}

Console.ReadLine();

}

Тепер "небезпечний" код розміщено у блоці **try**, після чого в блоці catch помилка буде "піймана". Оскільки відомо про те, яка помилка виникне, було явно вказано її тип (*DivideByZeroException*). Після чого були виведені дані про цю помилку на консоль. От що в нас вийшло в процесі роботи:

![Результат работы](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoUAAAA3AgMAAAAH2tgQAAAADFBMVEXAwMDMAAAAAAAAAADiqD0LAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAABI1JREFUaN7tmktu2zAQhgdaMTyF4RXBU/QSBYycRtAq8CmErqY8ZeefIfWyIrN2JAdo6UTiS+Tn4ePnKKGf3z38oFcTVCBeok+L0C3SfRxjPa6WwzcP7hF+C6K76YnSVT4WcOeYcpozIiv0YYg066kVjiCGLZk+I/qMmCb3AxEp2aeRmCIGChSJKZxwTxQT4y72ldygOZbyXkvYaXo3xLMLCJH1mooVJXn2Ethy5R5R0tuv5XkgSiI6F+KOiNGRDixJv6SImhYbGiKtIlJBTL3Ub/ZGjFij2YjDXOTIhhh5DRFEhig1rHRPxGAhwl6G6DQTiC4PvwsZUebsONCt5EWJA7HdEdGXxcI26bW7NhFLicRQgpWOMllQvkvksbASnyLbQuIm6ULbCfF9SDAsMw/+zvP9PlifIqabjUOssxnulX894rcMQFzaTpZADijpcqwMqd6Z4v22vw7xEhbdYSMZcSjHDPGaEY8jvEHEljOefPphCRUb5qKjEaNsLyFAZU2hkbZtqNeSUzjpbkjIj3o9GPG90Y3YuaLQJtZI2RYNDVH1iTCwqdBuh4Z1RANpXLRFYIiqF6K+gQbEiJNNVpYDzahzMRgS+tWBdtmC8gt9HhARfy0irhAx7z4Z6ADttoEOhyK+qz67RhcEQluOraLFGsPH4+Db+LbkHUZYpS7+GAfgCURujlDipxBfHSYazX5DeSt1e9mCKlWvERprSmvtpJ4fW7CrXyJeQrxaVe5WEVFaq9t+3jy7jIgt7DogdlY5h27Id/IlEy9ePRiiz99mfAsxPUH7v9DtJWKxSMdh0vMccTwWi6OB3fkWMZrySoWOTamnh3zSAazVbe/QQoOrDbzXMnXWKGiubF2GCO8bDobFyRBR0+kzAVfZiN+g0WIH9YVjl5znxcasX6patylrPdo5S7Nn6bFXC6IX5+1pQ+RcF/FeRwZj0Jm6wa2XH+ccEHv1ocVOMgDyrUKcTXoaESt0W1C0W7QDRDhohohemhmied8+zRH7CaK04c5vNhfVL4YVNcZxHGibQ9W6bW8xrEVFdPaUzcVSUxE5f+VhOdlAS6Qgwk0uiJYnc9E6CBOfGE/EWt1uDVEE0xDbAbHXdhRRSgdEvAGJ3YDo0K+bIua5iMUhA8Pewx9uPM08QehyrW63qkSyAIK0I0SCCI/bwcJamixu+yLOBcjHAkZ+3hc/bLlELCyXEdMDYVO3ebrcNkvXa3Icrw8L4B3d3j4H0b2aX4J4ZFhHrPWkH1Tu4ZlS89eWX76CyJWK/FC9aegHRNmu/8qKM5XcUOT6equI7ajNMrO3ES8hmI6S7nKqp1WKXF1vqdz5FNDnp+9b8VI25SzDogR1ilxd70a57RTQD69SO6ZtxFOwpkR79S8EfaUiV9e7Ve58jC3vzOeHsxVECmPAcYJDnSJX14s3yi14bUYE211EN0F0eMZXetL19RbKbXo+HeiwjViWiw2GzIprpSddW+9jodzZYydVb0rlz06fI75vWdlCrSf9hHI/iVjrST+l3NuI3zv8R/x3EF/9rw8V/xvxaoL7iH8A6TIjrhTIJGsAAAAASUVORK5CYII=)

Рисунок 4.2 – Результат роботи програми з прикладу 8.1 після обробки виключення

При цьому програма не "вилітає", а продовжує працювати. Інформація, отримана із властивостей **Message**, **Source** і **StackTrace** потрібна тільки при налагодженні програми. Зрозуміло, що цю інформацію знати користувачеві зовсім не обов'язково. Для нього можна вивести щось на зразок наступної фрази: "На нуль ділити не можна!".

У наведеному прикладі оброблено всього лише одну помилку (ділення на нуль). Звичайно ж, можна обробляти й декілька помилок відразу, для цього потрібно декілька разів писати блок **catch** з різними типами помилок:

try

{

//Тут міститься код, що може викликати помилку (а може й не викликати)

}

catch ()

{

//Тут міститься код, що буде обробляти помилку 1

}

catch ()

{

//Тут міститься код, що буде обробляти помилку 2

}

finally

{

//Тут міститься код, що буде виконаний незалежно

//від того, відбулася чи помилка ні

}

Цілком може виникнути ситуація, коли невідомо яка помилка виникне та якого типу вона буде. Тоді можна явно не писати тип помилки. Але при цьому не можна буде довідатися значення властивостей **Message**, **Source** і **StackTrace**:

try

{

Console.WriteLine(x / y);

}

catch

{

Console.WriteLine("Здається щось трапилося!");

}

Розглянемо як самостійно створювати свої типи помилок.

**Приклад 4.2.** Для даного прикладу створимо клас **Teacher** та метод **GiveMoney()** (видати зарплату). Даний метод одержує єдиний параметр - розмір зарплати в гривнях. Але що якщо значення цього параметра буде дорівнювати негативному числу? Це і є виняткова ситуація. (Насправді для даного типу помилки передбачене виключення **IndexOutOfRangeException**, але припустимо, що ми цього не знали). Нам необхідно перевіряти значення вхідного параметра і якщо воно менше нуля викликати виключення. Цей підхід є найбільш вірним. Є й інші (невірні) рішення: ви можете взагалі не нараховувати зарплату якщо параметр негативний і не сповіщати про це користувача (недоліки такого методу, думаю, очевидні), ви можете виводити повідомлення про помилку прямо в методі **GiveMoney()** (Наприклад, за допомогою **Console.WriteLine()**), але від цього ваш клас втрачає гнучкість, тому що прив’язується до роботи з консоллю. Розглянемо написання "правильного" методу **GiveMoney()**:

public class Teacher : Worker

{

public override void GiveMoney(int money)

{

if (money < 0)

{

throw new NoMoneyException();

}

...

}

}

Перевіряємо значення зарплати і якщо воно менше нуля викликаємо за допомогою команди **throw** помилку типу **NoMoneyException**. Зрозуміло, що такого типу помилки не існує, ми її придумали самі, тому потрібно такий тип помилки зробити. Робиться це за допомогою класу, що успадковується від **System.Exception**. Для прикладу достатньо перевизначити метод **Message**, щоб він виводив потрібний нам тип помилки:

public class NoMoneyException : System.Exception

{

public NoMoneyException(){}

public override string Message

{

get

{

return "Невірне значення заробітної плати";

}

}

}

Помітьте, що у властивості **Message** є тільки **get** метод, оскільки ця властивість тільки для читання. Тепер у нас є свій тип помилки **NoMoneyException**. Настав час перевірити, як він працює:

static void Main(string[] args)

{

Teacher x = new Teacher();

try

{

x.GiveMoney(-100);

}

catch (NoMoneyException e)

{

Console.WriteLine(e.Message);

}

Console.ReadLine();

}

Запустивши додаток, ви побачите на консолі очікуваний напис "Невірне значення заробітної плати". Наше виключення працює.

**Завдання до лабораторної роботи:**

Описати клас, заданий за варіантом, та реалізувати роботу з ним. Кожний розроблювальний клас повинен, як правило, містити наступні елементи: приховані поля, конструктори з параметрами й без параметрів, методи, властивості. Методи й властивості повинні забезпечувати несуперечливий, повний, мінімальний і зручний інтерфейс класу. У програмі повинна виконуватися перевірка всіх розроблених елементів класу.

**Варіант 1**

Описати клас, який реалізує десятковий лічильник, що може збільшувати або зменшувати своє значення на одиницю в заданому діапазоні. Передбачити ініціалізацію лічильника значеннями за замовчуванням і довільними значеннями. Лічильник має два методи: збільшення й зменшення, - і властивість, що дозволяє одержати його поточний стан. При виході за межі діапазону викидаються виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 2**

Описати клас, що реалізує шістандцятковий лічильник, що може збільшувати або зменшувати своє значення на одиницю в заданому діапазоні. Передбачити ініціалізацію лічильника значеннями за замовчуванням і довільними значеннями. Лічильник має два методи: збільшення й зменшення, - і властивість, що дозволяє одержати його поточний стан. При виході за межі діапазону викидаються виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 3**

Описати клас, що представляє трикутник. Передбачити методи для створення об'єктів, переміщення на площини, зміни розмірів і обертання на заданий кут. Описати властивості для одержання стану об'єкта. При неможливості побудови трикутника викидається виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 4**

Побудувати опис класу, що містить інформацію про поштову адресу організації. Передбачити можливість роздільної зміни складових частин адреси й перевірки допустимості значень, що вводяться. У випадку неприпустимих значень полів викидаються виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 5**

Скласти опис класу для представлення комплексних чисел. Забезпечити виконання операцій додавання, віднімання й множення комплексних чисел.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 6**

Скласти опис класу для вектора, заданого координатами його кінців у тривимірному просторі. Забезпечити операції додавання й віднімання векторів з одержанням нового вектора (суми або різниці), обчислення скалярного добутку двох векторів, довжини вектора, косинуса кута між векторами.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 7**

Скласти опис класу прямокутників зі сторонами, паралельними осям координат. Передбачити можливість переміщення прямокутників на площини, зміну розмірів, побудова найменшого прямокутника, що містить два заданих прямокутники, і прямокутника, що є спільною частиною (перетином) двох прямокутників.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 8**

Скласти опис класу для представлення дати. Передбачити можливості встановлення дати й зміни її окремих полів (рік, місяць, день) з перевіркою допустимості значень, що вводяться. У випадку неприпустимих значень полів викидаються виключення. Створити методи зміни дати на задану кількість днів, місяців і років.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 9**

Скласти опис класу для представлення часу. Передбачити можливості встановлення часу й зміни його окремих полів (година, хвилина, секунда) з перевіркою допустимості значень, що вводяться. У випадку неприпустимих значень полів викидаються виключення. Створити методи зміни часу на задану кількість годин, хвилин і секунд.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 10**

Скласти опис класу багаточлена виду ах2 +bх + с. Передбачити методи, що реалізують:

– обчислення значення багаточлена для заданого аргументу;

– операцію додавання, віднімання й множення багаточленів з одержанням нового об'єкта-багаточлена;

– виведення на екран опису багаточлена.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 11**

Описати клас, що представляє трикутник. Передбачити методи для створення об'єктів, обчислення площі, периметра й точки перетину медіан. Описати властивості для одержання стану об'єкта. При неможливості побудови трикутника викидається виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 12**

Описати клас, що представляє коло. Передбачити методи для створення об'єктів, обчислення площі кола, довжини окружності й перевірки влучення заданої точки усередину кола. Описати властивості для одержання стану об'єкта.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 13**

Описати клас для роботи з рядком, що дозволяє зберігати тільки двійкове число й виконувати з ним арифметичні операції. Передбачити ініціалізацію з перевіркою допустимості значень. У випадку неприпустимих значень викидаються виключення.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 14**

Описати клас дробних (раціональних) чисел, що є відношенням двох цілих чисел. Передбачити методи додавання, віднімання, множення й ділення дробів.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 15**

Описати клас «файл», що містить відомості про ім'я, дату створення й довжині файлу. Передбачити ініціалізацію з перевіркою допустимості значень полів. У випадку неприпустимих значень полів викидаються виключення. Описати метод додавання інформації в кінець файлу й властивості для одержання стану файлу.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 16**

Описати клас «кімната», що містить відомості про метраж, висоту стель і кількість вікон. Передбачити ініціалізацію з перевіркою допустимості значень полів. У випадку неприпустимих значень полів викидаються виключення. Описати методи обчислення площі й обсягу кімнати й властивості для одержання стану об'єкта.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 17**

Описати клас, що представляє нелінійне рівняння виду:

ах - cos(x) = 0.

Описати метод, що обчислює рішення цього рівняння на заданому інтервалі методом ділення навпіл і викидаючий виключення у випадку відсутності кореня. Описати властивості для одержання стану об'єкта.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 18**

Описати клас, що представляє квадратне рівняння виду:

ах2 +bх + с = 0.

Описати метод, що обчислює рішення цього рівняння й викидає виключення у випадку відсутності коренів. Описати властивості для одержання стану об'єкта.

Написати програму, що демонструє всі розроблені елементи класу.

**Варіант 19**

Описати клас «процесор», що містить відомості про марку, тактову частоту, обсяг кешу й вартість. Передбачити ініціалізацію з перевіркою допустимості значень полів. У випадку неприпустимих значень полів викидаються виключення. Описати властивості для одержання стану об'єкта.

Описати клас «материнська плата», що включає клас «процесор» і обсяг встановленої оперативної пам'яті. Передбачити ініціалізацію з перевіркою допустимості значень поля обсягу пам'яті. У випадку неприпустимих значень поля викидається виключення. Описати властивості для одержання стану об'єкта.

Написати програму, що демонструє всі розроблені елементи класів.

**Варіант 20**

Описати клас «кольорова точка». Для точки задаються координати й колір. Колір описується за допомогою трьох складових (червоний, зелений, синій). Передбачити різні методи ініціалізації об'єкта з перевіркою допустимості значень. Припустимим діапазоном для кожної складової є [0, 255]. У випадку неприпустимих значень полів викидаються виключення. Описати властивості для одержання стану об'єкта й метод зміни кольору.

Написати програму, що демонструє всі розроблені елементи класу.

## ***Контрольні питання:***

1. Як визначити клас?
2. Як створити екземпляр класу?
3. Які елементи можуть входити до складу класу?
4. Як звернутися до елемента класу?
5. Для чого використовується ключове слово this?
6. Для чого застосовуються конструктори?
7. Як визначається, який з конструкторів буде викликаний при створенні об'єкта?
8. Що таке статичні методи класу?
9. Що таке виключна ситуація?
10. Які засоби обробки виключних ситуацій є в мові програмування С#?
11. Які оператори застосовуються для обробки виключних ситуацій?
12. За допомогою яких властивостей можна отримати інформацію про виключну ситуацію?
13. Як можна самостійно створювати типи помилок?